**Authentication and Authorization in ASP.NET Web API**

You've created a web API, but now you want to control access to it. In this series of articles, we'll look at some options for securing a web API from unauthorized users. This series will cover both authentication and authorization.

* Authentication is knowing the identity of the user. For example, Alice logs in with her username and password, and the server uses the password to authenticate Alice.
* Authorization is deciding whether a user is allowed to perform an action. For example, Alice has permission to get a resource but not create a resource.

**Authentication**

Web API assumes that authentication happens in the host. For web-hosting, the host is IIS, which uses HTTP modules for authentication. You can configure your project to use any of the authentication modules built in to IIS or ASP.NET, or write your own HTTP module to perform custom authentication.

When the host authenticates the user, it creates a *principal*, which is an [IPrincipal](http://msdn.microsoft.com/en-us/library/System.Security.Principal.IPrincipal.aspx) object that represents the security context under which code is running. The host attaches the principal to the current thread by setting **Thread.CurrentPrincipal**. The principal contains an associated**Identity** object that contains information about the user. If the user is authenticated, the **Identity.IsAuthenticated** property returns **true**. For anonymous requests, **IsAuthenticated** returns **false**. For more information about principals, see [Role-Based Security](http://msdn.microsoft.com/en-us/library/shz8h065.aspx).

**HTTP Message Handlers for Authentication**

Instead of using the host for authentication, you can put authentication logic into an [HTTP message handler](http://www.asp.net/web-api/overview/working-with-http/http-message-handlers). In that case, the message handler examines the HTTP request and sets the principal.

When should you use message handlers for authentication? Here are some tradeoffs:

* An HTTP module sees all requests that go through the ASP.NET pipeline. A message handler only sees requests that are routed to Web API.
* You can set per-route message handlers, which lets you apply an authentication scheme to a specific route.
* HTTP modules are specific to IIS. Message handlers are host-agnostic, so they can be used with both web-hosting and self-hosting.
* HTTP modules participate in IIS logging, auditing, and so on.
* HTTP modules run earlier in the pipeline**. If you handle authentication in a message handler**, **the principal does not get set until the handler runs**. Moreover, the principal reverts back to the previous principal when the response leaves the message handler.

Generally, if you don't need to support self-hosting, an HTTP module is a better option. If you need to support self-hosting, consider a message handler.

Setting the Principal

If your application performs any custom authentication logic, you must set the principal on two places:

* **Thread.CurrentPrincipal**. This property is the standard way to set the thread's principal in .NET.
* **HttpContext.Current.User**. This property is specific to ASP.NET.

The following code shows how to set the principal:

private void SetPrincipal(IPrincipal principal)

{

Thread.CurrentPrincipal = principal;

if (HttpContext.Current != null)

{

HttpContext.Current.User = principal;

}

}

## Authorization

Authorization happens later in the pipeline, closer to the controller. That lets you make more granular choices when you grant access to resources.

* *Authorization filters* run before the controller action. If the request is not authorized, the filter returns an error response, and the action is not invoked.
* Within a controller action, you can get the current principal from the **ApiController.User** property. For example, you might filter a list of resources based on the user name, returning only those resources that belong to that user.
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## Using the [Authorize] Attribute

Web API provides a built-in authorization filter, [AuthorizeAttribute](http://msdn.microsoft.com/en-us/library/system.web.http.authorizeattribute.aspx). This filter checks whether the user is authenticated. If not, it returns HTTP status code 401 (Unauthorized), without invoking the action.

You can apply the filter globally, at the controller level, or at the level of inidivual actions.

**Globally**: To restrict access for every Web API controller, add the **AuthorizeAttribute** filter to the global filter list:

public static void Register(HttpConfiguration config)

{

config.Filters.Add(new AuthorizeAttribute());

}

**Controller**: To restrict access for a specific controller, add the filter as an attribute to the controller:

// Require authorization for all actions on the controller.

[Authorize]

public class ValuesController : ApiController

{

public HttpResponseMessage Get(int id) { ... }

public HttpResponseMessage Post() { ... }

}

**Action**: To restrict access for specific actions, add the attribute to the action method:

public class ValuesController : ApiController

{

public HttpResponseMessage Get() { ... }

// Require authorization for a specific action.

[Authorize]

public HttpResponseMessage Post() { ... }

}

Alternatively, you can restrict the controller and then allow anonymous access to specific actions, by using the [AllowAnonymous] attribute. In the following example, the Post method is restricted, but the Get method allows anonymous access.

[Authorize]

public class ValuesController : ApiController

{

[AllowAnonymous]

public HttpResponseMessage Get() { ... }

public HttpResponseMessage Post() { ... }

}

In the previous examples, the filter allows any authenticated user to access the restricted methods; only anonymous users are kept out. You can also limit access to specific users or to users in specific roles:

// Restrict by user:

[Authorize(Users="Alice,Bob")]

public class ValuesController : ApiController

{

}

// Restrict by role:

[Authorize(Roles="Administrators")]

public class ValuesController : ApiController

{

}

The **AuthorizeAttribute** filter for Web API controllers is located in the **System.Web.Http** namespace. There is a similar filter for MVC controllers in the **System.Web.Mvc** namespace, which is not compatible with Web API controllers.

### Custom Authorization Filters

To write a custom authorization filter, derive from one of these types:

* **AuthorizeAttribute**. Extend this class to perform authorization logic based on the current user and the user’s roles.
* **AuthorizationFilterAttribute**. Extend this class to perform synchronous authorization logic that is not necessarily based on the current user or role.
* **IAuthorizationFilter**. Implement this interface to perform asynchronous authorization logic; for example, if your authorization logic makes asynchronous I/O or network calls. (If your authorization logic is CPU-bound, it is simpler to derive from**AuthorizationFilterAttribute**, because then you don’t need to write an asynchronous method.)

The following diagram shows the class hierarchy for the **AuthorizeAttribute** class.

![http://media-www-asp.azureedge.net/media/3994467/webapi_auth02.png](data:image/png;base64,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)

### Authorization Inside a Controller Action

In some cases, you might allow a request to proceed, but change the behavior based on the principal. For example, the information that you return might change depending on the user’s role. Within a controller method, you can get the current principle from the **ApiController.User**property.

public HttpResponseMessage Get()

{

if (User.IsInRole("Administrators"))

{

// ...

}

}